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Кафедра программного обеспечения вычислительной техники и

автоматизированных систем.

**Расчётно-графическое задание**

Обфускация строк кода в C++.

Выполнил:
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*Цель работы:* изучение способов обфускации кода, написать обфускатор строк кода на C++.

**Выполнение**

Обфускатор кода - это программа или инструмент, который превращает исходный код программы в более сложный и непонятный вид, чтобы защитить его от копирования, изменения или взлома. Обфускация кода может быть выполнена на разных уровнях: на уровне исходных текстов, на уровне машинного кода или на уровне промежуточного кода. Обфускация кода может иметь разные цели, такие как улучшение производительности, оптимизация размера файла, демонстрация возможностей языка или квалификация программиста.

Код программы:

#include <iostream>

#include <fstream>

#include <sstream>

#include <map>

#include <vector>

#include <random>

#include <regex>

using namespace std;

const string lexems[] = {

    "auto", "break", "case", "char", "const", "continue", "default", "do", "double",

    "else", "enum", "extern", "float", "for", "goto", "if", "int", "long", "register",

    "return", "short", "signed", "sizeof", "static", "struct", "switch", "typedef",

    "union", "unsigned", "void", "volatile", "while", "asm", "bool", "catch", "class",

    "const\_cast", "delete", "dynamic\_cast", "explicit", "export", "false", "friend",

    "inline", "mutable", "namespace", "new", "operator", "private", "protected",

    "public", "reinterpret\_cast", "static\_cast", "template", "this", "throw", "true",

    "try", "typeid", "typename", "using", "virtual", "wchar\_t", "alignas", "alignof",

    "char16\_t", "char32\_t", "constexpr", "decltype", "noexcept", "nullptr", "static\_assert",

    "thread\_local", "override", "final", "import", "module", "transaction\_safe", "transaction\_safe\_dynamic",

    "atomic\_cancel", "atomic\_commit", "atomic\_noexcept", "synchronized", "export", "module", "import",

    "concept", "requires", "co\_await", "co\_return", "co\_yield", "reflexpr", "sizeof", "alignof", "typeid",

    "decltype", "static\_assert", "noexcept", "template", "typename", "using", "export", "module", "import",

    "concept", "requires", "co\_await", "co\_return", "co\_yield", "reflexpr", "sizeof", "alignof", "typeid",

    "decltype", "static\_assert", "noexcept", "template", "typename", "using", "export", "module", "import",

    "concept", "requires", "co\_await", "co\_return", "co\_yield", "reflexpr", "sizeof", "alignof", "typeid",

    "decltype", "static\_assert", "noexcept", "template", "typename", "using", "export", "module", "import",

    "concept", "requires", "co\_await", "co\_return", "co\_yield", "reflexpr", "sizeof", "alignof", "typeid", "iterator", "initializer\_list", "other", "list", "size\_t", "vector", "map", "set", "string", "regex", "random\_device", "mt19937", "uniform\_int\_distribution", "sregex\_iterator", "smatch", "endl", "cin", "std", "cout", "ifstream", "ofstream", "min", "max", "abs", "main"};

// Функция генерации случайного имени переменной заданной длины

string generateRandomName(int length)

{

    static const char alphanum[] = "O0oGgqQ";

    static const char start[] =

        "OooGgqQ";

    random\_device rd;

    mt19937 gen(rd());

    uniform\_int\_distribution<> dis(0, sizeof(alphanum) - 2);

    stringstream ss;

    ss << start[dis(gen)];

    for (int i = 0; i < length; ++i)

    {

        ss << alphanum[dis(gen)];

    }

    return ss.str();

}

// Функция удаления комментариев из текста

string removeComments(const string &code)

{

    regex commentRegex("/\\\*([^\*]|(\\\*+[^\*/]))\*\\\*+/|//[^\\n]\*");

    return regex\_replace(code, commentRegex, "");

}

// Функция обфускации кода

string obfuscateCode(const string &code)

{

    map<string, string> variableMap;

    string result = removeComments(code);

    // Убираем все табуляции, переносы строк и заменяем множественные пробелы на одиночные

    result.erase(remove(result.begin(), result.end(), '\t'), result.end());

    result.erase(remove(result.begin(), result.end(), '\n'), result.end());

    regex spaceRegex("\\s+");

    result = regex\_replace(result, spaceRegex, " ");

    // Регулярное выражение для поиска текста в кавычках

    regex stringRegex("\"(?:\\\\.|[^\"])\*\"");

    // Находим все строки в кавычках и временно заменяем их временно

    string placeholder = "##STRING##";

    vector<string> stringsToPreserve;

    sregex\_iterator stringIter(result.begin(), result.end(), stringRegex);

    sregex\_iterator stringEnd;

    while (stringIter != stringEnd)

    {

        smatch match = \*stringIter;

        stringsToPreserve.push\_back(match.str());

        result.replace(match.position(), match.length(), placeholder);

        ++stringIter;

    }

    // Проводим обфускацию переменных

    regex variableRegex("(\\b(?:int|float|double|bool|char|string|auto)\\s+)(\\b(?!main\\b)\\w+)");

    sregex\_iterator iter(result.begin(), result.end(), variableRegex);

    sregex\_iterator end;

    while (iter != end)

    {

        smatch match = \*iter;

        if (match.size() == 3)

        {

            string dataType = match[1];

            string varName = match[2];

            // Проверяем, что переменная не встречается внутри строк

            bool isInString = false;

            for (const auto &str : stringsToPreserve)

            {

                if (str.find(varName) != string::npos)

                {

                    isInString = true;

                    break;

                }

            }

            if (!isInString)

            {

                string newName = generateRandomName(32);

                variableMap[varName] = newName;

                regex replaceRegex("\\b" + dataType + varName + "\\b");

                result = regex\_replace(result, replaceRegex, dataType + newName);

            }

        }

        ++iter;

    }

    // Восстанавливаем строки обратно в текст

    for (size\_t i = 0; i < stringsToPreserve.size(); ++i)

    {

        size\_t pos = result.find(placeholder);

        result.replace(pos, placeholder.length(), stringsToPreserve[i]);

    }

    for (const auto &pair : variableMap)

    {

        regex variableUsageRegex("\\b" + pair.first + "\\b");

        result = regex\_replace(result, variableUsageRegex, pair.second);

    }

    return result;

}

int main()

{

    // Открываем файл .txt для чтения

    ifstream inputFile("input.txt");

    if (!inputFile.is\_open())

    {

        cout << "Cannot open input file!" << endl;

        return 1;

    }

    // Считываем содержимое файла в строку

    stringstream buffer;

    buffer << inputFile.rdbuf();

    string originalContent = buffer.str();

    inputFile.close();

    string toObfuscate = originalContent;

    // Убираем из toObfuscate все include define строки и using и помещаем их в отдельную строку

    string essentials;

    // Убираем все include строки <> ""

    regex includeRegex("#include\\s+[\"<][^\">]+[\">]");

    toObfuscate = regex\_replace(toObfuscate, includeRegex, "");

    // Убираем все define строки

    regex defineRegex("#define\\s+\\w+(\\(.\*\\))?\\s+.\*");

    toObfuscate = regex\_replace(toObfuscate, defineRegex, "");

    // Убираем все using строки

    regex usingRegex("using\\s+\\w+(::\\w+)\*(<[^>]\*>)?\\s\*=\\s\*\\w+(::\\w+)\*(<[^>]\*>)?;");

    toObfuscate = regex\_replace(toObfuscate, usingRegex, "");

    // Находим все include строки и помещаем их в essentials

    sregex\_iterator includeIter(originalContent.begin(), originalContent.end(), includeRegex);

    sregex\_iterator includeEnd;

    while (includeIter != includeEnd)

    {

        smatch match = \*includeIter;

        essentials += match.str() + "\n";

        ++includeIter;

    }

    // Находим все define строки и помещаем их в essentials

    sregex\_iterator defineIter(originalContent.begin(), originalContent.end(), defineRegex);

    sregex\_iterator defineEnd;

    while (defineIter != defineEnd)

    {

        smatch match = \*defineIter;

        essentials += match.str() + "\n";

        ++defineIter;

    }

    // Находим все using строки и помещаем их в essentials

    sregex\_iterator usingIter(originalContent.begin(), originalContent.end(), usingRegex);

    sregex\_iterator usingEnd;

    while (usingIter != usingEnd)

    {

        smatch match = \*usingIter;

        essentials += match.str() + "\n";

        ++usingIter;

    }

    auto lexemDict = map<string, string>();

    for (const auto &lexem : lexems)

    {

        lexemDict[lexem] = generateRandomName(32);

    }

    string llex;

    for (const auto &pair : lexemDict)

    {

        llex += "#define " + pair.second + " " + pair.first + "\n";

    }

    // Обфусцируем содержимое файла

    string obfuscated = obfuscateCode(toObfuscate);

    for (const auto &pair : lexemDict)

    {

        regex lexemRegex("\\b" + pair.first + "\\b");

        obfuscated = regex\_replace(obfuscated, lexemRegex, pair.second);

    }

    obfuscated = obfuscated.substr(3);

    string obfuscatedContent = essentials + llex + obfuscated;

    // Открываем файл для записи обфусцированного содержимого

    ofstream outputFile("output.cpp");

    if (!outputFile.is\_open())

    {

        cout << "Cannot open output file!" << endl;

        return 1;

    }

    // Записываем обфусцированное содержимое в файл

    outputFile << obfuscatedContent;

    outputFile.close();

    cout << "Obfuscation complete!" << endl;

    return 0;

}

Пример работы №1 (swap-функция):

Оригинальный код:

#include <iostream>

using namespace std;

int main()

{

int a = 5, b = 10, temp;

cout << "Before swapping." << endl;

cout << "a = " << a << ", b = " << b << endl;

temp = a;

a = b;

b = temp;

cout << "\nAfter swapping." << endl;

cout << "a = " << a << ", b = " << b << endl;

return 0;

}
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Измененный код:

#include <iostream>

#define oqqoqqO00QGoqqG0Oq0qOq0QgOGooQGgQ abs

#define goo0gOoqo0GGGqoGQGg0OgooOO0Gg0OGG alignas

#define og0oqoqOooqOQQO000ggOQgo0QGgoQqoQ alignof

#define gGQogq0gGqQgog0qgQgQOOoG0gQ0GGqog asm

#define qGqGO0oqOG0qqqOGGoQoGgGOGogogQQo0 atomic\_cancel

#define QqOG0oGO00oO0OGgoGq0GqggoqOqooOoG atomic\_commit

#define OoOgOggQq00qoGoGggoQOGgGqgQGO0OQ0 atomic\_noexcept

#define O0ogoQOgQGG0QO0oGg0oGGGQQOqGgO000 auto

#define OQog0Q0gqgOqOG00ogQoGG0GOGgOGOGo0 bool

#define oqQGqQqoGoqo0qOgoO0gqQog0GOgGQqGq break

#define qG0qqgQoOQ0gQG00qQQQOqQqOGgO0Oqqq case

#define ogOG0qgqoQOGqG0GOoQGo0GOoQGg0GgQo catch

#define Qgqoq0QgO0goQgg0GG0oqOOG0OOgG0QOQ char

#define qO0qQQqQGgqQqOO0goGogq0qGqg0oQqgO char16\_t

#define OGqoqqQ0Goo0oQqoQG0QoO0qq0qOq0qOQ char32\_t

#define oO0QGgoqOQgGooqoQoqqOqgGgOoqQOOo0 cin

#define g0GG0gGGogo0qG0OGQ0oGog0Q0OQ00GGo class

#define OqoOqgGQ0QqgGQ0oOgQoGoog0g0qQoqQO co\_await

#define oOQQ00QGogGqqOGgg0o0goGGQgQQoOggq co\_return

#define oOog00q0qOgqOGqgQ0OQ0qo0gQoGGgoGO co\_yield

#define ooggQgGQO00goo0oOGQqo0o0O0GqG0GOo concept

#define ogQoOg000oQGQg0QqoqQOGq0oOQGqQOgO const

#define oo00o0g0OOg0Oo0Q0ooGGoooOqqQ00OO0 const\_cast

#define qoGoGQqog00ooOqq0GOg00OQgQGOOOOqq constexpr

#define qoGQQgqoQ000OgQGOoQoGGQGqqqQqq0Oo continue

#define gOQOGgg0OoOQOoQOGgg0OoGGg0qQ0QqQQ cout

#define QgO0oQqQgo0Go0QoOG0qqQQG0O0gGO0OG decltype

#define Q0OoQ0qG0QoQq0Q0ooooGQ0gQ0GgGGooq default

#define oQqoQog000G0QQoo0OG0000OqoqGOqOQG delete

#define qQGOQ0oQgOQooGOGQqQ0QgQgo0QggogOq do

#define QgqgqoGQogQ0g0gGG0ooqgOqqoGqgoOQO double

#define g0oGOqgqqqoGQGg0QO00oQgOOO0ogoGoG dynamic\_cast

#define OOqoooo0QOoO0GOQo00oQoqGoQqO0g0gq else

#define ooq0OQogO0GqOGOOoqQ0qoGQ000GgOqoo endl

#define goGOoQooOo0g0qqG0oggGOQ0gQGQg0OqQ enum

#define gGQGQGqqQqg0GG00OoOOQGggO00go0g00 explicit

#define oqQ0Oo0qqQOGQqo0QGGoG0QqQg0OOGgOo export

#define oqO0oqQOO0oqogOOoqQQoOOQgqOGogoo0 extern

#define OqO0gq0qO0ggOOGoGq0OOQoo0GoqQqgoq false

#define qqOqO0gGQ0O00qGgGGG0GgG0OOgG0G0qg final

#define G0goGoGQGO00qoOOGG0GQqGGOqqoogQgO float

#define ogQgOOQQGq00O0QoGGq0og0GGqqgoo0Q0 for

#define OoGqggQOgoogQggOoqGOGOgQoqGgOoGQq friend

#define o0oqggqoO0GQQgOGq00g0Qq0Gq0gGQoQ0 goto

#define OG0gQ0Q0Q0Q00qogoG0o0goqO0oO0qQ0Q if

#define OOqq0goqoqggOggOoq0QOoG0O0GGO0GQq ifstream

#define ogGqOQQQGg0OQOOoG0Oq0qgoQ0Oqq0O0o import

#define q0QoGgoqQgQqQOQgOGO0GoGGQq0QooGoo initializer\_list

#define QOooOOOQoqgGgooGG0Q0qgqOOqQ0gOQGO inline

#define GG0q0qgo0O00GqooOO0Q0qqGqOGQOOOGG int

#define QgqGOoOqqQO0GGQ0ogQoQ0qqqOG0oqGOO iterator

#define OoqGQgggGGOQOg0gooOGqo0QQG0O0o0oq list

#define oQGOOOOoG0O00OOqooggGoggQgoGg0OoQ long

#define O00ogqoGogg0g0QooqQO0gQgOqOOQGG0g main

#define oO0oOOQQ0QG0o0GQOGqGg00qGQoqo0GGq map

#define Gg0QgQoQGOOQoQOOGoOqqQgogoqQ0oQq0 max

#define QQOGQ000GQOgOqGq0g0g0QqQqqO0gOgOg min

#define gogoq0oQ0qoOOGQOQ0ogq0QGggQqgGo0G module

#define QQgqo0QgOoQgGqgOO0g00qOGoQ0googGG mt19937

#define qgGgoog0GoqoOo0QqoQqqQG00o00GGOGQ mutable

#define qQo0oGQg0Q00QQOqgG0o00gOOG0gGgqGQ namespace

#define oQ0gQOQQqGOOgOQO0Gg0ogQqooG0O0oqO new

#define G0ooo0oQQOq0OGQ0qGOGoQo0OQqoQGGgg noexcept

#define qOqqgggqQoGG0QogogqooOGqgG0qQogGq nullptr

#define ogq0o0oGQgoO0QO0OgoQgqOqG0o0q0OGo ofstream

#define o0GgGoGQOQqQgogQOG0ogGQQo0oOqqqoO operator

#define QOgooogQGO0QGGq0QgoQO0qooQGGQoooQ other

#define qg0oGQQqOQGQqQoO0G0qqqoqQOQQ0QqgG override

#define GGqG00qoGqOOqQOQQGqoqGqGqOQqGgO0o private

#define o0qoggoGqQ0q0oQ0gOgGOgOO00Qgqggqq protected

#define oOOQOQGQoQQ0QQO0qq0GO0QOQOqOGqgoq public

#define Ggq0OqoOQQOOQgG0gGqOOqqGo0Go00Qgo random\_device

#define qQ0oq0qGoOQ0q0gQq0oggQgGo0q00GqgG reflexpr

#define OOGGGO0Og0qog0oGOGQGqGGGQ0GG0G00o regex

#define ggQOooGQQ00oGGgq0q0QoOqOQ0GqoqQQ0 register

#define OO0OQGQqGgOggG0g0Qo0Og00goqOG0qgG reinterpret\_cast

#define QOGQQo0QoG0OgoOQ0OoQoqq0GGGO00OqG requires

#define oq0qqOOgogOgooqOGGoo0OgqQG0GQq0Gq return

#define oqGq0oQGooGgQq00gqo0oqQ00QgQooQO0 set

#define goGoqq0gqoOGGqOGOQgo0qQQG00G0qqo0 short

#define QQQo0QOooOgq0GooogQ0oQqq0GOqo0Qg0 signed

#define ooQ00QQo0Qoq0Gq0Q0goG0oOgggOoGoGo size\_t

#define QgGQgGgGQo0QqQ0QgggG0OGqQOQqg0go0 sizeof

#define qOqooO0qoqoqQqoqGoOOg0g0GogGq0oQ0 smatch

#define OG0oQQoGQqOgOo0QGqooQGQ0qQqQQ00GG sregex\_iterator

#define GQGOGO0o0oGOgQqoOoGqQ0GOgQGQgOoGG static

#define oQggQGoG0g0QQG0OQ00qQ0gGqqQo0Q00g static\_assert

#define Q0GGooQQOgOoQGOoogqO0OQqOqGQqQG00 static\_cast

#define oGOggOoOQQ0qqqQOGQqQGO00gOQQoQqqO std

#define gQqq0qGqoogOOgoo0OGgG0GOQG0Og0q0Q string

#define ggGQgg0GgqqQgqqo0qGOQogqOQG0gQ0gq struct

#define qOq0Q000oOQgGqoGgoOoGgOG0OqqqQqGQ switch

#define oOgGQq0oGooqG00q0OooQOoooGOGGqOOQ synchronized

#define O0GqoGQqoQgOq0gggoqOQgo0OQOoOqQgg template

#define oGgooQqqog0gqG0GooOgooogGQgOGO0GG this

#define oQOOqQoOg0Qq0gO0G0qogQGqqqqQggOQg thread\_local

#define Q0oOGO0Q00Qooq0OogQgG0ggOG0Qg0gGG throw

#define g0oooGoOqqqoqGOoogG00gqoqQ0gOqOQQ transaction\_safe

#define QGo0QOOQ0qqQOggqOG0ooOOoOqggQ0oOo transaction\_safe\_dynamic

#define ggGgGoGq0qo0qGgqQoO0Oo0gg0QqOOOgG true

#define G0OQQqoOOQGGOGo0QooGoGQG0QQo000oG try

#define goqooOGOGGq0QGOOqo0oGOQoqGgq0GOGq typedef

#define gOG0O0GQG0GGgGQoO00oq0oQggOqogGo0 typeid

#define O00QOg0qQQQgO000Q00OgqQG0oggg0OGo typename

#define QGOqoGggQgqGgQoQGoQQoQoO0gggogOQq uniform\_int\_distribution

#define gGgOOQGoGqGgggqgQGQQQQgOOoog0qOoO union

#define QgQ0QgGqGQ0QGGoQoOqoQGG00Oqgo0oq0 unsigned

#define oGGQgqQOoo0qQG0o0qgoQgGqgGgQOgQ0Q using

#define oGg0qQ0GqGgggqOqg0gooQQQggQg0qQgg vector

#define OqQo0GoOOoGOGG00g0Q0gggo0qQo0GgOO virtual

#define oOOoOGq0QooqQog0GgOgQg0qgQQgQGGGq void

#define oGqoQQgQgGg0g0qqggoGGoogOgoQGQqQQ volatile

#define GqGgQqg0Oo0QOOoOGgqggqggOOq00oQGQ wchar\_t

#define GgGQgoQGG00G0ooGQq0Q0qgqqoGoGqo00 while

oGGQgqQOoo0qQG0o0qgoQgGqgGgQOgQ0Q qQo0oGQg0Q00QQOqgG0o00gOOG0gGgqGQ oGOggOoOQQ0qqqQOGQqQGO00gOQQoQqqO;GG0q0qgo0O00GqooOO0Q0qqGqOGQOOOGG O00ogqoGogg0g0QooqQO0gQgOqOOQGG0g(){ GG0q0qgo0O00GqooOO0Q0qqGqOGQOOOGG a = 5, b = 10, temp; gOQOGgg0OoOQOoQOGgg0OoGGg0qQ0QqQQ << "Before swapping." << ooq0OQogO0GqOGOOoqQ0qoGQ000GgOqoo; gOQOGgg0OoOQOoQOGgg0OoGGg0qQ0QqQQ << "a = " << a << ", b = " << b << ooq0OQogO0GqOGOOoqQ0qoGQ000GgOqoo; temp = a; a = b; b = temp; gOQOGgg0OoOQOoQOGgg0OoGGg0qQ0QqQQ << "\nAfter swapping." << ooq0OQogO0GqOGOOoqQ0qoGQ000GgOqoo; gOQOGgg0OoOQOoQOGgg0OoGGg0qQ0QqQQ << "a = " << a << ", b = " << b << ooq0OQogO0GqOGOOoqQ0qoGQ000GgOqoo; oq0qqOOgogOgooqOGGoo0OgqQG0GQq0Gq 0;}
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Пример работы №2 (таблица умножения):

Оригинальный код:

#include <iostream>

using namespace std;

int main(){

int product;

int counter=1;

int number;

cout<<"Enter the number to print the table: ";

cin>>number;

in:

product = number\*counter;

cout<<number<<" x "<<counter<<" = "<<product<<endl;

counter = counter + 1;

if (counter <= 10){

goto in;

}

return 0;

}

![](data:image/png;base64,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)

Измененный код:

#include <iostream>

#define QgGOg0oGo0OGQQGQGGo0OoqqqQQoOg0oO abs

#define qQQ0ogoOOO0QooOQ0GqgGGOO00oOQo0Gg alignas

#define q00gQOogQG0qqoGgq00oqqOQGgogOOqQQ alignof

#define ogqGQOqqo0gQOq0QgOo0oqOQOGOGqqqOg asm

#define oqGGqoOGoqqOOQ0OoQ0O0ogOGGOGQqqo0 atomic\_cancel

#define oqOo0qOGQgQOGqqooGO0gGgGooQGQ0o0g atomic\_commit

#define oG0GGqgggOoq0GQGggQQQqqOg0GQqO0Gg atomic\_noexcept

#define OoOQqGgQQQgooqO0qQOO00qqoqOOgGQOq auto

#define oooqQQOggo0GgG0qqQ0oOGGg0qOg0OoGq bool

#define ogq0gQqQGoGoQ00GQgOoqoOQQOo0qoO00 break

#define oo0gqG0OGoGqGOQogo0Ooooq0gGOqogoG case

#define gGgoogogqOqoOOqqQogQOGoOOggOgQogo catch

#define GgGQq0QQGGgqqGgoqgOQQqgo0gqqoogQQ char

#define ggqGQgoggOoOQQgqO00G0qooQQqqqGgQO char16\_t

#define O0Goqg0q0GqGgOQOGQgG0gqQQGQGQgGG0 char32\_t

#define oOOgoGqoOooGG0oO0q00ggoQO0GoOgQgG cin

#define q0o00Ooqg0GoGoQG0oqO0Qq0Goo0ooqog class

#define gQg0OQqoOqGGQqqgGOGoQ0gqqGggOOgGq co\_await

#define GOOqGq0OOOoQGOGqOq0O0oooqQG0QQQG0 co\_return

#define QooOgOgq0oQGQgoOqOgGqGo0gGQQOGqoo co\_yield

#define ogGOO00GgQgOQGgQOoGQ0Goqog0q0GOgo concept

#define ooqoGggqoQogg0g0qo00OQg00qGooQoQG const

#define GGQOgogGgOGggQQQqogogO0q00gQgqG00 const\_cast

#define qgOo0o0gG0g0oqqQoqOGoqQ0qqO0GqqGG constexpr

#define qgGoqgGgO0ooOoGo0ogogOo0GqGGOQooq continue

#define ooOgGoqQQqQQ0gOOQqgGOgg0qoOggQOq0 cout

#define oqQgQqQq00qgQqGGOQOgOqqOGGOOqOG0g decltype

#define QQ0qgQq0OGqgoq0G0GGgQQOqQQogQoOqO default

#define qgooGOqO0gG0G0QQGQQOGOOGQGo0oqOQG delete

#define ooGGqQggOoo00O0OGOQqqgoQgo0GggQqO do

#define OQ0GgQogoo0ogQGOqOgogQg0ggqqgG0qg double

#define ogGqqOoOqgoOoQgqgQOg0ogG0OQGGqogg dynamic\_cast

#define OQ0OG00QOGQQqGgOqqGOQQ00qg0OQoOOq else

#define qQoG0ooGO0goqOgoOoGQOgGQqoOqgoGoq endl

#define OQoqqq0ooqQQO0QoO0qgQ0OgOOQq0q0QO enum

#define qoqgGqGq0O0qqqOgoOQog0Q000QqOOgGg explicit

#define oqOGqgQOGOoqQO0g00qG0qQGQQOGgGqGO export

#define QO0OOgGQGoOQoq0ooQ0qGOqo00q00ggqo extern

#define OGqooogOgqQOgoOG000OGqGOgoo0O0QQG false

#define oQGqQ0oOQ0GGGqoGo0qqOooQG0G0qOQgQ final

#define o0g0GqogoOqGQo0gGGoqG0gqqqog0oGQq float

#define Gg0qQgQgoO0oQOoqg0goOg0gogQqOoGgg for

#define oqGOGQgQgqoGQOqGGgG0QQQGg0Q0ogQGq friend

#define o0gogOogGGGQGqgoQG00OgGggOqO0oQo0 goto

#define qoqqgOOqOqOggOqGGOQoq0qqQOQGQgoGQ if

#define qOGGOgqQGQO0ooO0OGO0qgQo0GOOoGq0G ifstream

#define oQO0oogq00Oq0QogOoGG0GG0QOo0q0Qg0 import

#define OoGggGOqgOQgoOOQQ00GgO0QoGgqOqoOG initializer\_list

#define qgQqQQGQ0oQooOoq0oG0qoOogQQG0GQq0 inline

#define gg0OQo0OQ0QQOqOQgQOO0o0OGOGQ0Q0QO int

#define QoGq0oQQQqoOOo0oQgGOGgogqO000qOqg iterator

#define oOq0gqoqgoQo0qQQGgG0OooQQgQQqQOGg list

#define ooooq0gqGgQGG0qqoOOG0gg0gG00qO0QG long

#define oG0ggqoqo0oqoOQqGQqqgG0Qo0Gg0QogO main

#define oG0gO0QQqG0goqqGGQ00G0o0qoGggoGgO map

#define goOOGggqGoqooooooG0oGQOO0oQ0OoOgG max

#define QOQGgQqog0Q0qoOOqgOgoogqGqq0oQQQQ min

#define oo0OQ0QqggO0qoOqgGqqoqQOOQ0gGOooq module

#define OoQ0G0GoQ0qOgoQQoOGOO0OGOGGqQOgq0 mt19937

#define ooqggQoqOqq00g0OqQQGOgQoq0OooGgoq mutable

#define GGQ0QOgo0Ggqg0GGgOoqQ0qqgGOGGqq0q namespace

#define QGqQOOOoGGOGQo0qOGg0OQ00Q00QQQgOq new

#define qgOOOo0OOqOGqgooGqqQQqOgQQGOq0GQQ noexcept

#define oqqoQQGGOgoQoQg0qGQQGoOQoOgOQO0qO nullptr

#define QoGO0qqooqqGqqqOqGgGqq0qGgqgqoOgg ofstream

#define QqQg00O0Qg0qO0GqoGqo0gG0GOgO0QOGg operator

#define oOog00ooQqgO0ooog0QO0q00gqG0gGG0O other

#define o0g0oQq0QG0Gqoogqg0gQOGoG0GOQgOOQ override

#define qGQOq0gGGg0oOGgGoGo0GOOQ000qq0qgq private

#define q0oQoo00OQOOGG0GGQo0q00QqGOogGOqq protected

#define G0gOQg0qg0gooOOGOog00oQoOO0oOogoO public

#define oqOQgOooggoGOQqG00GqQgGoOgOq0OQqo random\_device

#define gqooGOQqo0OqQ0o0oOoQGoGgOOo0oQOQQ reflexpr

#define ggGQq0OqGGOG00oOQQOg0OO00OQqGG0OG regex

#define qGOQqQ0q0ggoOqg0QggOG0GOOoQQqgG00 register

#define Qg0goqoqgG0qgQQ0gGoOGGGo0GQOqoGOg reinterpret\_cast

#define G0QOOqOgqoOgOqqOQGoO0ogg0qoQqoOOQ requires

#define oqGGoQQgqOggQqq00GOGqOGQQOQG0GQqq return

#define QqgOOGoGQ0QQOOQqOoGGQO00GQOoqgOqo set

#define GQoGOgGOooggq0G0oOGQOGOQggGoO0qgG short

#define Goo0goqgoGQq0GGOgGOQqgGq00GGoogQO signed

#define q0oGOQQoOQooGQG00QGGOoq0oO0qG0QOg size\_t

#define oOoG0QggQgoQ0qOoQQooGoq0o0GQqgQQg sizeof

#define qoQq0QOG00gqOogOGOOqoGGogqGqo0G00 smatch

#define gOqqoQ000g0gG0Oq0GgqG0oqgGggqgqQQ sregex\_iterator

#define QoqOQq0OoQ0OOqg0qGGoGgQogOGqOOGOQ static

#define OqOOQQoQoqOOQO000QQgOqOooGQQQGoGO static\_assert

#define OoOGgoOg0GGOGqGOOgGGOGgoog0qQqqoO static\_cast

#define qG00qq0oOoOgqOQo0Qg0g0G0oOGOoQQQG std

#define qgGgGqGQGOqo0ggqqGqGOQoog0Gg0qGgg string

#define oo0QGOGoQgG00OgogOOG0qqQGgOgGOQqg struct

#define gO0G0QQqQgOoqQqqoqgQQGQOOgq0qQgOg switch

#define QoGQ0OoQgQO0o0g0gQ0G0qO0GQoo0Q0GQ synchronized

#define oogo00OOgOggqQoOGQoQGggo0O0gOG0Og template

#define QOGOQGQgQQQGoq0Gogqgo0QqQgGOqoOGO this

#define goGqOqog0oooQQQGqoOGoGOO0QGOooQOg thread\_local

#define oG0GGgQQOG00QoqQ0Q0gqgoqOOO0QgGqq throw

#define o0qQGQQgQOOGO00OoGoQG0qoQ0g0oogq0 transaction\_safe

#define qGOgoggqqgqqqgqqoOGqqGoG0q0O0QGog transaction\_safe\_dynamic

#define ooo0GqOgoGOQGogGOqQqQgQ0Qqo0Qg0qO true

#define oqggOOqqGQoOOGqgGg0O0q0OQOGOOgo0o try

#define oQG0oOOqgGqG0G0OQGo0QGOGOGqoOqGoq typedef

#define qoq0qqQ0QGoGOGoGgQOGqOQ0qogggGGQQ typeid

#define o0Goqo00QQoGQq0QgG0qq0qG0GGQ0Gogo typename

#define ggqGGqGQqQGOggGOGgOQoqoG00qGooQ0g uniform\_int\_distribution

#define OQO0GgqG0qQ0qgGoggQ0QQgGoGgOqoGqO union

#define G0qQOgogOOGQGgqQgO0GGGOgoqQ0o0O0O unsigned

#define qOgoQQg0oGg00qgo0oOOGogoqoGog0Ggg using

#define q0QqOqgQ0gooqOOQgO0OGQ0QOq00oggqO vector

#define GoGgO00oO0QQOgoqG0qqoO0gQGgQqOgQO virtual

#define GoOQgGoqoGqgqqqGG0GoGOoogGOQQO000 void

#define OgqqGgO0oQOGGQQGqo0qOggq0Q0qGOoGg volatile

#define G0qoqOgGGqoQ0qOOOqooo0ogGqoQOg0gg wchar\_t

#define qGg0GQgoq00gqO0qGqGOqQq0OOoOQQoG0 while
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Пример работы №3 (класс):

Оригинальный код:

// Create a Car class with some attributes

class Car {

public:

string brand;

string model;

int year;

};

int main() {

// Create an object of Car

Car carObj1;

carObj1.brand = "BMW";

carObj1.model = "X5";

carObj1.year = 1999;

// Create another object of Car

Car carObj2;

carObj2.brand = "Ford";

carObj2.model = "Mustang";

carObj2.year = 1969;

// Print attribute values

cout << carObj1.brand << " " << carObj1.model << " " << carObj1.year << "\n";

cout << carObj2.brand << " " << carObj2.model << " " << carObj2.year << "\n";

return 0;

}

Измененный код:

#define oG00oqqqgo0GGqggQQGO0Q0OqQOOOgqOG abs

#define oOQgOqOGQoOQqQooOQgqQGqQgGqGgOGOq alignas

#define ogq0QoqqOGo0OoQgooggOQOoOoGQ00G0g alignof

#define Oqgg0QqqOGqQgGg0Qgq0GgqoOo0QGgQqO asm

#define OoG0gGOQqgOoQO0o0Q0oqGg00gGq0O0oO atomic\_cancel

#define OGGQoGoo0OoQGOQ00OqQgqQqOqqoOqoOg atomic\_commit

#define GQqOqOgG0o00O0QQ0GQoqOOGggOqqggoO atomic\_noexcept

#define oQqqgOGOogqggoqq0OGgQog0GQqQ0OGgQ auto

#define QO0QqQ0gOGOOoQQGQ0OqGQOQOGgogo0G0 bool

#define OG0gog0GOGOoGGqoQqOq0OqoOggqoOgqO break

#define ooQogqooQQG0oq00QOgOQG0gGGOoOqog0 case

#define oOQqqGQgOGQqOGgGg00OoGqO0g0QgOOGq catch

#define oqgooooOoo0ooQO0qoQ0Ogq0Qqgo0GOOq char

#define Oqq0ooO0G0OGGO000g000Q0GqgGOGggQo char16\_t

#define oOg0Og00go0GQqOQGG0ooGqOoOgqqQggG char32\_t

#define gGQQgq0gOgoq0qqGqQOg0QGqOOGOOqqGq cin

#define qoOo00OOoOQoQ00q0gOG000gq0gooQqoO class

#define gOgoGqQoggoooOGGOGGoq0QqoOqGgoqGO co\_await

#define QqOOQ00gG0OooqgQgG0OQQ0GqQoqGOQqq co\_return

#define oGqgQgg0OG0OGqoQgGQg0OOoOQgQGoqQo co\_yield

#define OGqoQ0GOqOgQq0oo0GoQggqQqGQqO0Gqg concept

#define ooGOGQqoO000g0OqGQOqgo0GOOq0goGqq const

#define Q0qOQOOgoogg0q0O0Ogqg0OgOgggG0oq0 const\_cast

#define gqgOQogQ0qqqQGGGGo0o00OQgOgo0O0gG constexpr

#define oqQgoQooQqOqQOG0OG0GoqooQQOOGqQ0o continue

#define GG0g0gqqqooqOOq0OoqGGOOQOqO0OOGQQ cout

#define gOOgoGoq0qOqo0GQQOGgoQOOGq0QOgGo0 decltype

#define oQqOOOqqgG0GoGO0Qoq0qQ0QGgQ0gOOQg default

#define gOOGg0OOOg0q000QQoGOgooQOqoOoqGGo delete

#define OggQg00oGgqGO0QggOG0OGGoooGgGgQ00 do

#define oOOGooQQggqGG0gg0o0qqoOOOqQgogqGq double

#define Qg00oqqGQOoqGGQQoOQqQ0GoooOgOQq0q dynamic\_cast

#define G0qqG0OOGoGGqO0GqQgGGOqq0QQQqgGqO else

#define qGG0oQGOGQqGO0ggqqGoqgG0QogQqg0Og endl

#define og00oq0ggGqq0QOgQOoGGo0QgOoqQqGQQ enum

#define Oo0OoQOoQgOgQOO0oGgqOOggQQgQqo0qO explicit

#define oQg0ggGGOGOgoQGQQGGGQoOQgQ00QggGq export

#define o0oOOGO0ooOOGQQOoqGqoO00Gg0G0gQqo extern

#define OGqgq0qG0QooQQQqoQqqOoQoqg00goQgO false

#define gQqQgQ0000g0gO0GoOq0GOqQg0qoGO0QO final

#define oGqGooQqQq0OQQoO0G0Q00oo0ooQGqGQQ float

#define qgQg0Q0qq00Qg0g0o0QoOQgGOGogogQGo for

#define oGOggoGQ0Gqgg0oO0o0OGGQ0Q0qOogg0O friend

#define oQ0oOQQQQq00goqQ0gOgq00OQQ00gOGGO goto

#define OOOgGOqGq0oqGqg0oQGGoooogOoq0GggQ if

#define oGoGQgG0QQ0qGoOOQQO0qq0G0GQgOogOo ifstream

#define qOo0OOGg0Q0OQgoO0Og0gQGoGG0qo0qgO import

#define OgogQ0qQgGgO0Oq0gGggGoQooo0Q0gqog initializer\_list

#define GQO0OQGQOo0QgGqgoG0qoQoOGQgqgqqG0 inline

#define goqOQ0gogqOgoooQqQOgggqQGQOgQqQqg int

#define qQQqQg0g0GgGqGqqQOQgG0QOgOgQQQQgq iterator

#define oqGGGqg0GOOQOQO0gOgQoQoQo0oO0QOo0 list

#define QO0qg0QgQgq0QGqqQQQQg0gogqOOQQQQg long

#define oGQoQqGO0G000oOgQOoOQ0g0QQGooGQq0 main

#define qGOGOoo0OGGqqO0O0GggOoGgoGqQqgggO map

#define gG0GggQgqGo0oo00oOgq0OQ0OQ00oogoQ max

#define gOoqGGOgQQ0OQGoQq0QoQgoQqQGQoGGoq min

#define gQ00OqgqG0gq0Og000GO0oGGQqO000qOg module

#define oGOOOOq0G0GOoo0qooQqgQ0Og0GQoQ0QO mt19937

#define Go0gQGGqgoQoqqQgqOgooG0OqoOgoo0qq mutable

#define G0G0qQ0oO00QQo0OOOQgooooqOO000QOq namespace

#define QqQ0ggQOOqg0gQq0oOgGGGoOqO0q0Goo0 new

#define OGOOGoQG0GGGGOOQqOG0oqQGOqgQG0qgq noexcept

#define GGQGGoGgQoqQOo0OgG0qqooGGoo0GQGGO nullptr

#define oOqgG0ogOgq0O0GGG0GgQqOOGQoQQQoo0 ofstream

#define og0Gq0GGgqoQgQOGoo0qQoQq0goGGoGqq operator

#define o0goqoQQOOgQ00oGQgOGgqO0GqOoG0QO0 other

#define QgOooq0qo0oGQooOGggGqqogggQ0OGq00 override

#define QgqgGQOQgggoq0oGgOGqgq0QgQQOQOqoq private

#define oogGQGGqg0OgQQOOoo0o0QOOgoG0QoGOO protected

#define oOggQ0qoGQoG0QQGg0Q0qqgQGOG0QOoqq public

#define oGgQ0QOO0ogoOqqQGGgooOG0OOg0goOOG random\_device

#define Go0g0oGOOOoQoQ0gO00gqQqoqOgQQoqGg reflexpr

#define qqQqo0Oo0OG00oqO0goGgqoooGGOQQqoq regex

#define oOgqogOOQgGQ0oG0GGgOQQQQQqGgOO0o0 register

#define OGqQOqggoOgQQo00qQqqqOoqGQgOOGgoO reinterpret\_cast

#define gqGQOgoOQGOqQOOgqQ0GQOQOOqogOoqqo requires

#define oOOOOOOqqOqOoqGGqogQ00qOOQQg0O0qq return

#define oqGOg0Gog0QGOOoqQO0O0qQGgOQOq0gqq set

#define GOgO0o0OO0GG0oo00G0Gg0gqGQOQGOQQG short

#define oGgOoO000q0qoQOOQOqgOOGGGoOGGqogq signed

#define oGoooO00gqgQGoOqqooooOooGqooGGQGO size\_t

#define Q0qQQ0GqGQggGgqG0OogG0ggQOo0GQq00 sizeof

#define qgGooGQoQGqqoqqqgg0OQ0Ogg00goQgoq smatch

#define G0OOqGogooGGgqgo00gG0GqoQGOOOQoQO sregex\_iterator

#define gQ00qQOQ0GGoqGGQqGqQ0GOGQ0oOO0QOQ static

#define qqGGGG0O0oogqQ0ggOq0qqGGq0OQQqGO0 static\_assert

#define oGGgQOoo0qGqggQOgQqo0g00QOG0qGqgG static\_cast

#define oQoGQ0QoGQqqQ0ggoGg0qoGOOQOgqoqoq std

#define o00qGQQOoGooOGOqQ000gq00OqQ0OgOQO string

#define o00ooooqOgo0oQOqqoQooqQGqggg0qOQO struct

#define gqgQOog0ooQqogg0O00OqgqgqGGGg0GGQ switch

#define oGGo00o0QO0OqOGqO0QGO0gOqOQQOOOoG synchronized

#define QoqOOqqoOO0QQGqqo0OGGGqgOGoGOqGog template

#define QoGoqoOGqqGggoOGoQoqq0oGQ0gg0GOGQ this

#define QQooOQoGQQgqgGogQQgGqGQgoQqggooqQ thread\_local

#define oOQq0O0GOGGooQGQgqQoqogoQoGOoQOQG throw

#define qq0qg0oqQQ0G0gQOgQqg0QoO0oQQqgOqG transaction\_safe

#define gQoQg0qOgq0GQo0g0GgOgg00oQQqGQgoG transaction\_safe\_dynamic

#define OoOg0g0QO0Q0QqQOqoGgQoq0OQOOQgoOG true

#define gGOGoqgQqqgqGqqGgOooqQ0OoOOggQOog try

#define GqoQg0OQoo0OgOqQqqgqggq0GgQq0gO0g typedef

#define qqOO0qqO0QQGg0Oo0GqqQOoQGgG0OoGqq typeid

#define qoqq0GOGOQgqoOGgGoOOQGqoGOGQQGogg typename

#define Qo00OGgqG0QGgqQgqQoqoqO0oQgggOgG0 uniform\_int\_distribution

#define oQo0Og0QGqQqogq0gqgQq0GOgq00qOoOG union

#define G0oQo0gqqOOo0gO0oOGoOggqgg0G0GoQg unsigned

#define GoQO0oOogO0gQQQOOQGOoqo00QOq0QQqQ using

#define QOQ0q0g0oQGog000Qo0ggOGoGo0OGgoGg vector

#define oqOgoqoGGQgO0gOQqqgg0gOGGoggGqooo virtual

#define ggQ0OGoOqOgGoqgoqgoQqQGOOG0ggG0Qq void

#define ooOoo0QQgQgQoQg0qqogoogOgqG0g0goQ volatile

#define GOQq0gGG00OOoogQQOGOQogggoqqgG0go wchar\_t

#define og0qOo0oQ0qGOgGQGQoOgGqq0oqgOoQGq while

qoOo00OOoOQoQ00q0gOG000gq0gooQqoO Car { oOggQ0qoGQoG0QQGg0Q0qqgQGOG0QOoqq: o00qGQQOoGooOGOqQ000gq00OqQ0OgOQO QQ0Qg0GqggQoGgGgQ0OgogqQGOGq0Qqqo; o00qGQQOoGooOGOqQ000gq00OqQ0OgOQO qGGOGQ0OGg0gGOQqoGgGo0oQoqQqOo00q; goqOQ0gogqOgoooQqQOgggqQGQOgQqQqg g0o0oqgGGQqGGQOQOOgggggqg0QOqO0qo;};goqOQ0gogqOgoooQqQOgggqQGQOgQqQqg oGQoQqGO0G000oOgQOoOQ0g0QQGooGQq0() { Car carObj1; carObj1.QQ0Qg0GqggQoGgGgQ0OgogqQGOGq0Qqqo = "BMW"; carObj1.QGqgggGQGOGqgOQGogqoo00GQGGO0GOGQ = "X5"; carObj1.g0o0oqgGGQqGGQOQOOgggggqg0QOqO0qo = 1999; Car carObj2; carObj2.QQ0Qg0GqggQoGgGgQ0OgogqQGOGq0Qqqo = "Ford"; carObj2.QGqgggGQGOGqgOQGogqoo00GQGGO0GOGQ = "Mustang"; carObj2.g0o0oqgGGQqGGQOQOOgggggqg0QOqO0qo = 1969; GG0g0gqqqooqOOq0OoqGGOOQOqO0OOGQQ << carObj1.QQ0Qg0GqggQoGgGgQ0OgogqQGOGq0Qqqo << " " << carObj1.QGqgggGQGOGqgOQGogqoo00GQGGO0GOGQ << " " << carObj1.g0o0oqgGGQqGGQOQOOgggggqg0QOqO0qo << "\n"; GG0g0gqqqooqOOq0OoqGGOOQOqO0OOGQQ << carObj2.QQ0Qg0GqggQoGgGgQ0OgogqQGOGq0Qqqo << " " << carObj2.QGqgggGQGOGqgOQGogqoo00GQGGO0GOGQ << " " << carObj2.g0o0oqgGGQqGGQOQOOgggggqg0QOqO0qo << "\n"; oOOOOOOqqOqOoqGGqogQ00qOOQQg0O0qq 0;}

Пример работы №4 (файл библиотеки):

Оригинальный код:

#include "binMatrix.h"

binMatrix::binMatrix(std::initializer\_list<std::initializer\_list<bool>> list)

{

for (auto& i : list)

{

mtr.push\_back(std::vector<bool>(i));

}

}

std::ostream& operator<<(std::ostream& out, const binMatrix& mtr)

{

for (int i = 0; i < mtr.mtr.size(); i++)

{

for (int j = 0; j < mtr.mtr[i].size(); j++)

{

out << mtr.mtr[i][j] << " ";

}

out << std::endl;

}

return out;

}

binMatrix binMatrix::operator\*(const binMatrix& other)

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < other.mtr[i].size(); j++)

{

bool sum = 0;

for (int k = 0; k < mtr[i].size(); k++)

{

sum += mtr[i][k] \* other.mtr[k][j];

}

temp.push\_back(sum);

}

result.mtr.push\_back(temp);

}

return result;

}

binMatrix& binMatrix::operator\*=(const binMatrix& other)

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < other.mtr[i].size(); j++)

{

bool sum = 0;

for (int k = 0; k < mtr[i].size(); k++)

{

sum += mtr[i][k] \* other.mtr[k][j];

}

temp.push\_back(sum);

}

result.mtr.push\_back(temp);

}

mtr = result.mtr;

return \*this;

}

bool binMatrix::operator==(const binMatrix& other)

{

if (mtr.size() != other.mtr.size())

{

return false;

}

for (int i = 0; i < mtr.size(); i++)

{

if (mtr[i].size() != other.mtr[i].size())

{

return false;

}

for (int j = 0; j < mtr[i].size(); j++)

{

if (mtr[i][j] != other.mtr[i][j])

{

return false;

}

}

}

return true;

}

binMatrix binMatrix::operator-(const binMatrix& other)

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < mtr[i].size(); j++)

{

temp.push\_back(mtr[i][j] && !other.mtr[i][j]);

}

result.mtr.push\_back(temp);

}

return result;

}

binMatrix& binMatrix::operator-=(const binMatrix& other)

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < mtr[i].size(); j++)

{

temp.push\_back(mtr[i][j] && !other.mtr[i][j]);

}

result.mtr.push\_back(temp);

}

mtr = result.mtr;

return \*this;

}

binMatrix binMatrix::operator|(const binMatrix& other)

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < mtr[i].size(); j++)

{

temp.push\_back(mtr[i][j] || other.mtr[i][j]);

}

result.mtr.push\_back(temp);

}

return result;

}

binMatrix& binMatrix::operator|=(const binMatrix& other)

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < mtr[i].size(); j++)

{

temp.push\_back(mtr[i][j] || other.mtr[i][j]);

}

result.mtr.push\_back(temp);

}

mtr = result.mtr;

return \*this;

}

binMatrix binMatrix::operator&(const binMatrix& other)

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < mtr[i].size(); j++)

{

temp.push\_back(mtr[i][j] && other.mtr[i][j]);

}

result.mtr.push\_back(temp);

}

return result;

}

binMatrix& binMatrix::operator&=(const binMatrix& other)

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < mtr[i].size(); j++)

{

temp.push\_back(mtr[i][j] && other.mtr[i][j]);

}

result.mtr.push\_back(temp);

}

mtr = result.mtr;

return \*this;

}

binMatrix binMatrix::operator^(const binMatrix& other)

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < mtr[i].size(); j++)

{

temp.push\_back(mtr[i][j] ^ other.mtr[i][j]);

}

result.mtr.push\_back(temp);

}

return result;

}

binMatrix& binMatrix::operator^=(const binMatrix& other)

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < mtr[i].size(); j++)

{

temp.push\_back(mtr[i][j] ^ other.mtr[i][j]);

}

result.mtr.push\_back(temp);

}

mtr = result.mtr;

return \*this;

}

binMatrix binMatrix::operator~()

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < mtr[i].size(); j++)

{

temp.push\_back(!mtr[i][j]);

}

result.mtr.push\_back(temp);

}

return result;

}

binMatrix binMatrix::operator!()

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < mtr[i].size(); j++)

{

temp.push\_back(mtr[j][i] == 1);

}

result.mtr.push\_back(temp);

}

result &= \*this;

return result;

}

binMatrix binMatrix::identity()

{

binMatrix result;

for (int i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (int j = 0; j < mtr[i].size(); j++)

{

if (i == j)

{

temp.push\_back(1);

}

else

{

temp.push\_back(0);

}

}

result.mtr.push\_back(temp);

}

return result;

}

binMatrix binMatrix::pow(int n)

{

binMatrix result;

if (n == 0)

{

result = identity();

}

else if (n == 1)

{

result = \*this;

}

else

{

result = \*this;

for (int i = 1; i < n; i++)

{

result \*= \*this;

}

}

return result;

}

binMatrix binMatrix::empty()

{

binMatrix result;

for (size\_t i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (size\_t j = 0; j < mtr.size(); j++)

{

temp.push\_back(0);

}

result.mtr.push\_back(temp);

}

return result;

}

binMatrix binMatrix::full()

{

binMatrix result;

for (size\_t i = 0; i < mtr.size(); i++)

{

std::vector<bool> temp;

for (size\_t j = 0; j < mtr.size(); j++)

{

temp.push\_back(1);

}

result.mtr.push\_back(temp);

}

return result;

}

bool binMatrix::isReflexive()

{

for (size\_t i = 0; i < mtr.size(); i++)

{

if (!mtr[i][i])

{

return false;

}

}

return true;

}

bool binMatrix::isAntiReflexive()

{

for (size\_t i = 0; i < mtr.size(); i++)

{

if (mtr[i][i])

{

return false;

}

}

return true;

}

bool binMatrix::isSymmetric()

{

return (\*this == (!\*this));

}

bool binMatrix::isAntiSymmetric()

{

return ((\*this & !\*this) == identity());

}

bool binMatrix::isTransitive()

{

return ((\*this \* \*this) == \*this);

}

bool binMatrix::isEmpty()

{

for (size\_t i = 0; i < mtr.size(); i++)

{

for (size\_t j = 0; j < mtr.size(); j++)

{

if (i != j && mtr[i][j])

{

return false;

}

}

}

return true;

}

bool binMatrix::isAntiTransitive()

{

return (((\*this \* \*this) & \*this) == empty());

}

bool binMatrix::isFull()

{

return ((\*this | identity() | !\*this) == full());

}

bool binMatrix::isAsymmetric()

{

return !(\*this == (!\*this));

}

bool binMatrix::isTolerant()

{

return (isReflexive() && isSymmetric());

}

bool binMatrix::isEquivalent()

{

return (isReflexive() && isSymmetric() && isTransitive());

}

bool binMatrix::isOrder()

{

return (isAntiSymmetric() && isTransitive());

}

bool binMatrix::isWeakOrder()

{

return (isOrder() && isReflexive());

}

bool binMatrix::isStrictOrder()

{

return (isOrder() && isAntiReflexive());

}

bool binMatrix::isLinearOrder()

{

return (isOrder() && isFull());

}

bool binMatrix::isWeakLinearOrder()

{

return (isWeakOrder() && isFull());

}

bool binMatrix::isStrictLinearOrder()

{

return (isStrictOrder() && isFull());

}

Измененный код:

#include "binMatrix.h"

#define qGqOG0GQGOgOqg0OOooQqgGgGOQoqQQog abs

#define QG0goGooG00gqQqOqgo0OGqGgQoqGgQgO alignas

#define oQOQoQOgQoOgoqG0QGOGqQQq0oqGQ0qgg alignof

#define oGGg0oOQqO0go0o00G0oqg0Oq0gogqo0o asm

#define oQ00oQGqqQooQQGGgOoqOOgoqoQQg0ogO atomic\_cancel

#define gqoOgG0gOog00OQGgqQgGQOgOGOggqg0o atomic\_commit

#define gqOQGGQQoq0ooOOOOQgqqqOOQgqgOgG0q atomic\_noexcept

#define GqGQqQGGqqQQQ0GQoOOQGQGg0qogGOQgg auto

#define oOoOGOgGogOoGGOggg0QGqogQ00GogqQO bool

#define oOqogOogqqqo0OgQQ0ogGGgoQOQo0ooOg break

#define OqgGQGqoOQG00OgGOGqGogQQQ0QgGoqoo case

#define QQOoo0OOGoGOq0gOg0GQQQ0qQOGooO0oo catch

#define q0qGGg0g0QOooQ0OOgqOQgGgOO0gQGQQG char

#define goQ0qgggoqQgQGQGOGgQqQQ0QG0gGgoqq char16\_t

#define ooo0QGGggoOgqoGqGoQogq0g0QqQ0q00g char32\_t

#define QG0OGQQqGQoOgogQOoQoqqgGOQOoOGqgO cin

#define qOQoGGGG0qGQOgqGGqqqGgOo0QGqQQooq class

#define Ogogqg0OgqqO0OgqgQoO0oOGo0Q0gggGq co\_await

#define GOqG00gGQggQGqoQQQo0O00Go0QqQgGQQ co\_return

#define oGggOO0GQqoOOGQOggoQGGGgogGog000q co\_yield

#define GG0gOGOggooGqoQG0G000g00o0000QQ0Q concept

#define GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG const

#define oOQQQoQOGgQG000QooGGQoqooQO0oOgoG const\_cast

#define GGOqG0gGOQOGOg0OQGoQq0GoGoqgqOqQO constexpr

#define Oo0gGGgQQ0qgQ0GQoqgO0QgoQogOGgO0Q continue

#define ooqqG0gQqgQOgQoGO000qqgOQoGQo0QQO cout

#define OGG0Q000Q00OqQoO0qQGgQOooqO0gOO0o decltype

#define qOqQgqq000Oqg0ogoOOgooQOqG0qQg0gG default

#define qQGQqOoqq0qGggoqOqQ0oOQ0QqQGoGgGQ delete

#define oqOOQQOq0oqOGGQOGGGGoOgGqg00oQ0qO do

#define oqGgQgGOOQg0Oqo00GggG0GQ0O0gQoGgG double

#define OoogOOOoggqqqqqGO0Gg0ogqogGo0qOg0 dynamic\_cast

#define QGgqqgGqQq0OQqQoGGGg0OooGOoGOOQO0 else

#define GQqGQgoGgooQgQGOGQgqogqOOq0QoqqOo endl

#define QgOogoQgoOqGOq0o0GqGog0GG0OQ0QgoG enum

#define oQGq0GGQoGOOoOGqOgg0Qog0oqgqGo0gO explicit

#define GgggggOGQQ0qqgqgGogoo0GgOgoqOOggG export

#define GG0o0QOQOqOGogqqgGg0OGqooOOOOGo0o extern

#define Ooooq0G0Q00qoqOq0GooGOqqOqOOQQqqo false

#define OGQgq0gOo0Gq0QOG00GoQOqQOggQgGGoG final

#define ggq0qo0qqQ0GoOQQOGGqogGgogO0GQQGO float

#define Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg for

#define ogqg0qOoGoOGGo0G0OOGGGoooGqqOGG0g friend

#define ogqGqOqgoGgQoogoQqgGQgqqggOqOoogQ goto

#define GO0gQO0qggGooOo0ooo0ooGG0Qgqq00og if

#define oOO0qQgqgGq00qqOgoO0OQQoQqoOOQGoO ifstream

#define GGqqqQ0ggqoGOqoG0o0QQGQGQgO0g00Og import

#define O0OQG0qoQOog0oOoOgqqqOo00QGg0qOOq initializer\_list

#define oqoogOq0OoOOQOOQo0gogogogogG0qGO0 inline

#define oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG int

#define oooOQGgoQGGGO0gOQ00qOQOoOQG0qqQg0 iterator

#define OgQOg0gqGoGGoGogg0QqGQoOGGQoO0qoQ list

#define qOqG0OgoOGGGQgqQGGGqQq0ggqGgQqooG long

#define QoQogGO0Q00QGGgOQG00Oo0oQQqQqqOQ0 main

#define O0oQqo0qq00gOgqgg00OGQGoOgO0gg0qg map

#define o0Q0Q0oQGQqGoGOoqQgo0o00ogO00gG0g max

#define OQQo0qg0oQQQggqoqgGggGO0GoQOOQOgg min

#define Oooog0gqoGQGOoOgQq0GGGqoQG0G0GOo0 module

#define QQGQOqOGgQgg0QooO0gOGQOogGQ0GOgqg mt19937

#define o000qGOQQGoqGqggo0goqQ0q0gOgoQgGq mutable

#define oQg0g00OOogogOoG0QGQqqQgooOqqoOqq namespace

#define gGQqOoQgQqgqq0QggQogOOoQoGOogGqOq new

#define qGogGOOo0qOqOgqq0O0QgQ0Q0gGoG0oGo noexcept

#define gGqgGqG0QQoogGG0oqQ0QoGO0oqQogG0O nullptr

#define ggGoQqo0o00GgoqoGGqoo0OGooooOoo0q ofstream

#define oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo operator

#define OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ other

#define g0OgoQOOQgOqoGg0qqgGO00qQo0o0QgGq override

#define gOg0QGo0gQqGqooooGggq0GgGqQoOooG0 private

#define gqG0qqOgg0OgoGQGqgoQG00GgOQGOgqqQ protected

#define gqGQQo0GqQqoGQQGOqgqqGoQgGQQOQgqq public

#define ooOoQGOqQ0GoqgOoooqGGQgGGQGqO0q0o random\_device

#define gQoOoq0Qgo0og0q0Qq0qOq0GQgOgQQG0O reflexpr

#define gQqOGg0qgqoGgqOGgo00ooGgqoGOgQoQo regex

#define GOGO0q0OGgg0OoO0qQgGQOgqo0ooqoO0O register

#define ogqOG0ogQgoGooQG0g0oqoQQqooGOoGqo reinterpret\_cast

#define gOOQgqOOQOqGQOo0qQGOgQOgOqoQ0qOQo requires

#define oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo return

#define ooQgQgo0qG0QQo0GOOGoq0G0oOGgOOQgg set

#define gOQog0gQOQg0GgqGoqOOqqg0OOG0gqQQG short

#define gOggoGGG0ooq0OgGg0q00GqO0q0OQoOqq signed

#define o00QogQGqGogQG0Qg00oqqQGOq0GOggoq size\_t

#define QG0ggOqOGqOGQQOqqogOoOg0GoGoOQOgG sizeof

#define OQoQ0QqQog0O0QgqGgogqgq00gOOgOOGg smatch

#define QOOOGGGoGQqqo0qOOOgO0GO0OGQQqqoqq sregex\_iterator

#define OGogOggq0GOOgqQQgq0gQOgooggoqqo0q static

#define OqqQG0q0ogO00gggqGQQoQOGOO0oQqGog static\_assert

#define qoqQo0gqqggGGOgoOOOOQOO00OGGgOQqo static\_cast

#define OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg std

#define qGqqqq0GGGoQQgQQoOQooGG0ggggqGOGO string

#define gggG0GQqggOGQQO0g0oGgQQ0GqgqO00GG struct

#define Q0oogqG0qOoOGoO0q00G0G0ogqgG0QOoO switch

#define oG0OQog0oqOG0gOGOOgQGO0GgoG0GGo0O synchronized

#define oQGggOGoQOOGqGQOo0QggQgggg0QQg0Gg template

#define Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg this

#define gO0GOQOOggQQQOqGQg0QoGGO00qGQqO0Q thread\_local

#define qg0GGOqG0Qo0ogQqOOGO0Qoq0OooqoQgq throw

#define oGqoqQqOG0oqOOoooGGGGgoggg0G0qGgo transaction\_safe

#define GOG0Gq0o0qgqoQgQGQG0Q0qgoogG0oOOo transaction\_safe\_dynamic

#define qOoG0oq0OGggqGgOqGQQqqOO00OGOGQoo true

#define gq0qggGqqGg0QggQOOoOgqOGGGqgGggg0 try

#define oqoO0g0OqggqgOqQOOQqoqggQ0GGg0OOG typedef

#define oGo00oOoQOqGQ0qqO0GqQGQQOgo0GO0gq typeid

#define oQGQogGQgOG0gqgOOogqGooqqQoqGO0QG typename

#define q00Q0Gq0qGGoQO0QQQoQGgQ0OoOoGGQqq uniform\_int\_distribution

#define oQQ0gOqGoqoqQQGG0GQoOgoQQG0OqoGg0 union

#define QqOQ0QQoqOoOqoGgQGG0gOGogQ0qGqq0q unsigned

#define GQoOGo0GOG00OGggq0oGogqOg0OgqGQ0o using

#define gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq vector

#define QgogQ00Go0oOoQgoqggoGGGgqGo0QQGGO virtual

#define oGogo0GQqqgGGqOG00OqOQ0ogGo0qqqGG void

#define OQO0gOGqOQ0qgogqqOQgGoggGO0GOOGgo volatile

#define GogqogQ0gogGgOoOQoOoQ0qOGo0QgOgQQ wchar\_t

#define OQGqGQoo0OqoOG0qGGo00gQQq0q0oOq0q while

OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG(OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::O0OQG0qoQOog0oOoOgqqqOo00QGg0qOOq<OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::O0OQG0qoQOog0oOoOgqqqOo00QGg0qOOq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO>> OgQOg0gqGoGGoGogg0QqGQoOGGQoO0qoQ){Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (GqGQqQGGqqQQQ0GQoOOQGQGg0qogGOQgg& OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo : OgQOg0gqGoGGoGogg0QqGQoOGGQoO0qoQ){mtr.push\_back(OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO>(OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo));}}OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::ostream& oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo<<(OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::ostream& out, GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& mtr){Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){out << mtr.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q] << " ";}out << OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::GQqGQgoGgooQgQGOGQgqogqOOq0QoqqOo;}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo out;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo\*(GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){oOoOGOgGogOoGGOggg0QGqogQ00GogqQO qgGQGgq0Q0qOqOOQQGqo0qgQGGGgQq0Og = 0;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG qOQoogQQgG0Qgo00GgGgQQgGOOqGgg0oq = 0; GqoGOgQ0OGogqQg00ogGOgGg0gO0q0qQO < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); GqoGOgQ0OGogqQg00ogGOgGg0gO0q0qQO++){oqoOQQ0QG0qOOGQ0gQQQOGGQo0OGoQ00q += mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][GqoGOgQ0OGogqQg00ogGOgGg0gO0q0qQO] \* OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[GqoGOgQ0OGogqQg00ogGOgGg0gO0q0qQO][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q];}temp.push\_back(oqoOQQ0QG0qOOGQ0gQQQOGGQo0OGoQ00q);}result.mtr.push\_back(temp);}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo result;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo\*=(GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){oOoOGOgGogOoGGOggg0QGqogQ00GogqQO qgGQGgq0Q0qOqOOQQGqo0qgQGGGgQq0Og = 0;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG qOQoogQQgG0Qgo00GgGgQQgGOOqGgg0oq = 0; GqoGOgQ0OGogqQg00ogGOgGg0gO0q0qQO < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); GqoGOgQ0OGogqQg00ogGOgGg0gO0q0qQO++){oqoOQQ0QG0qOOGQ0gQQQOGGQo0OGoQ00q += mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][GqoGOgQ0OGogqQg00ogGOgGg0gO0q0qQO] \* OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[GqoGOgQ0OGogqQg00ogGOgGg0gO0q0qQO][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q];}temp.push\_back(oqoOQQ0QG0qOOGQ0gQQQOGGQo0OGoQ00q);}result.mtr.push\_back(temp);}mtr = result.mtr;oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg;}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo==(GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ){GO0gQO0qggGooOo0ooo0ooGG0Qgqq00og (mtr.size() != OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr.size()){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo Ooooq0G0Q00qoqOq0GooGOqqOqOOQQqqo;}Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){GO0gQO0qggGooOo0ooo0ooGG0Qgqq00og (mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size() != OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size()){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo Ooooq0G0Q00qoqOq0GooGOqqOqOOQQqqo;}Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){GO0gQO0qggGooOo0ooo0ooGG0Qgqq00og (mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q] != OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q]){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo Ooooq0G0Q00qoqOq0GooGOqqOqOOQQqqo;}}}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo qOoG0oq0OGggqGgOqGQQqqOO00OGOGQoo;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo-(GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q] && !OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q]);}result.mtr.push\_back(temp);}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo result;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo-=(GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q] && !OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q]);}result.mtr.push\_back(temp);}mtr = result.mtr;oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo|(GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q] || OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q]);}result.mtr.push\_back(temp);}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo result;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo|=(GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q] || OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q]);}result.mtr.push\_back(temp);}mtr = result.mtr;oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo&(GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q] && OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q]);}result.mtr.push\_back(temp);}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo result;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo&=(GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q] && OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q]);}result.mtr.push\_back(temp);}mtr = result.mtr;oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo^(GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q] ^ OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q]);}result.mtr.push\_back(temp);}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo result;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo^=(GOQ0OOQoQQQggGQQQQGqqqQgqgQQoooGG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG& OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q] ^ OgqOO0qGoqq0Q0gogOOg0G0OoQooOq0gQ.mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q]);}result.mtr.push\_back(temp);}mtr = result.mtr;oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo~(){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(!mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q]);}result.mtr.push\_back(temp);}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo result;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::oqQGGoGggg0qOQQ0GqOogG0Og0oGgO0Oo!(){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(mtr[oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q][OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo] == 1);}result.mtr.push\_back(temp);}result &= \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg;oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo result;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::identity(){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q00G0qQqqoooooOoQo0OGQ0GoqGggqQqq = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo].size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){GO0gQO0qggGooOo0ooo0ooGG0Qgqq00og (OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo == oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q){temp.push\_back(1);}QGgqqgGqQq0OQqQoGGGg0OooGOoGOOQO0{temp.push\_back(0);}}result.mtr.push\_back(temp);}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo result;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::pow(oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG oQ0gOoqOQqGGGq0OqGQGoQggoG0Oqqoqg){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;GO0gQO0qggGooOo0ooo0ooGG0Qgqq00og (oQ0gOoqOQqGGGq0OqGQGoQggoG0Oqqoqg == 0){result = identity();}QGgqqgGqQq0OQqQoGGGg0OooGOoGOOQO0 GO0gQO0qggGooOo0ooo0ooGG0Qgqq00og (oQ0gOoqOQqGGGq0OqGQGoQggoG0Oqqoqg == 1){result = \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg;}QGgqqgGqQq0OQqQoGGGg0OooGOoGOOQO0{result = \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (oOqqQQQ0QoQGGqOGq00OGoqOQGGgg0ggG Q000G0ooG0QQOoo0Qogq0G0QGggqgoOgq = 1; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < oQ0gOoqOQqGGGq0OqGQGoQggoG0Oqqoqg; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){result \*= \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg;}}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo result;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::empty(){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (o00QogQGqGogQG0Qg00oqqQGOq0GOggoq OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (o00QogQGqGogQG0Qg00oqqQGOq0GOggoq oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr.size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(0);}result.mtr.push\_back(temp);}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo result;}OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG::full(){OQoQoG0OgQoOqOGQ0q0oGo0GoOqOQQogG result;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (o00QogQGqGogQG0Qg00oqqQGOq0GOggoq OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){OgGqQ00OOO0oqq0o0OG0QqqOOoqOgqGQg::gggGO0OqGooggqgQQqqqQGo0OGOQG0Gqq<oOoOGOgGogOoGGOggg0QGqogQ00GogqQO> temp;Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (o00QogQGqGogQG0Qg00oqqQGOq0GOggoq oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr.size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){temp.push\_back(1);}result.mtr.push\_back(temp);}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo result;}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isReflexive(){Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (o00QogQGqGogQG0Qg00oqqQGOq0GOggoq OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){GO0gQO0qggGooOo0ooo0ooGG0Qgqq00og (!mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo]){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo Ooooq0G0Q00qoqOq0GooGOqqOqOOQQqqo;}}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo qOoG0oq0OGggqGgOqGQQqqOO00OGOGQoo;}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isAntiReflexive(){Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (o00QogQGqGogQG0Qg00oqqQGOq0GOggoq OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){GO0gQO0qggGooOo0ooo0ooGG0Qgqq00og (mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo]){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo Ooooq0G0Q00qoqOq0GooGOqqOqOOQQqqo;}}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo qOoG0oq0OGggqGgOqGQQqqOO00OGOGQoo;}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isSymmetric(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo (\*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg == (!\*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg));}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isAntiSymmetric(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo ((\*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg & !\*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg) == identity());}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isTransitive(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo ((\*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg \* \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg) == \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg);}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isEmpty(){Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (o00QogQGqGogQG0Qg00oqqQGOq0GOggoq OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo = 0; OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo < mtr.size(); OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo++){Ogq00qoqggQoqQqGGGggOooQOQ0goG0gg (o00QogQGqGogQG0Qg00oqqQGOq0GOggoq oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q = 0; oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q < mtr.size(); oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q++){GO0gQO0qggGooOo0ooo0ooGG0Qgqq00og (OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo != oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q && mtr[OOqqg0gQqOGGO0G0oOGgGq00g00O0qQqo][oooOGQQ0QoqgOogGGO00O0o0OoGgGG00Q]){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo Ooooq0G0Q00qoqOq0GooGOqqOqOOQQqqo;}}}oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo qOoG0oq0OGggqGgOqGQQqqOO00OGOGQoo;}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isAntiTransitive(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo (((\*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg \* \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg) & \*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg) == empty());}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isFull(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo ((\*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg | identity() | !\*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg) == full());}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isAsymmetric(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo !(\*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg == (!\*Gg0gqO00GQogQ0oQQoQqoGO0QgGQ0QGqg));}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isTolerant(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo (isReflexive() && isSymmetric());}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isEquivalent(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo (isReflexive() && isSymmetric() && isTransitive());}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isOrder(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo (isAntiSymmetric() && isTransitive());}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isWeakOrder(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo (isOrder() && isReflexive());}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isStrictOrder(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo (isOrder() && isAntiReflexive());}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isLinearOrder(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo (isOrder() && isFull());}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isWeakLinearOrder(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo (isWeakOrder() && isFull());}oOoOGOgGogOoGGOggg0QGqogQ00GogqQO oGgoqq0GoGGogQ0QqggO0qOoQOgqggQgg::isStrictLinearOrder(){oG0Q0ggOQooo0QqQQQo0o0g0o0gQgooQo (isStrictOrder() && isFull());}

**Вывод**: в ходе расчетно-графического задания мы изученили способы обфускации кода, написали обфускатор строк кода на C++.